Computer Assignment 11 - Tuning Regression Parameters and SVM

Rui Li

Greetings everyone! With the final project looming overhead, I have attempted to make this a lighter computer assignment. Since the amount that I need to cover does not really align with my intent here, I am going to provide some examples in this assignment and then simply require you to use the built in R functions on some data. Please don’t be intimidated by the number of questions, this assignment is mostly about reading examples and using pre-written functions from R. -Murph

Note: You’ll need to install the e1071, HDCI, and stringr packages before this document will compile.

# LASSO and Ridge Regression Tuning Parameter

Recall that both LASSO and Ridge have a penalty parameter that controls the amount of regularization in our procedure. As you might imagine, a good choice of is crucial to finding a good procedure fit. With our goal being to maximize our prediction accuracy, we can actually use what we have learned about cross-validation to choose a good . Recall that we use cross-validation to create an estimate for the actual test error of a procedure (the test error we would get for a general procedure, not of a particular classification rule we have created on the training data).

Each distinct value of the penalty parameter determines a distinct model we could use to fit our data and our aim is to pick the best procedure. The following algorithm uses cross-validation to choose by calculating estimates of prediction accuracy for a set of candidate s. The chosen is the one that has the best estimated accuracy.

#### K-fold cross validation for choosing

1. Divide the set in to subsets (i.e. folds) of roughly equal size,
2. For :

* Consider training on , and validating on
* For each value of the tuning parameter , compute the classification rule using the training set. Here is the LASSO/Ridge Regression model with tuning parameter trained on .
* For each , record the total testing error on the validation set:

1. For each tuning parameter , compute the average error over all folds,
2. Choose such that .

Further discussion of this process can be found [here](https://www.stat.cmu.edu/~ryantibs/datamining/lectures/18-val1.pdf). Luckily for us, R has built-in functionality to perform this entire process for us! We will practice using these built-in functions on the following data.

## A. Regression on Tree Leaf Images

We will attempt to identify trees based on image data of their leaves. This is a tough problem, though apps such as iNaturalist now do a pretty good job identifying plants from images taken on your phone.

The data set is from [here](https://www.kaggle.com/c/leaf-classification/data).

Images have been pre-processed, so the dataset inlcudes vectors for margin, shape and texture attributes for each of almost 1000 images.

We will start by loading the leaves dataset and dropping the id and species variables.

leaf = read.csv("leaves.csv")  
leaf$id = NULL  
leaf$species = NULL

1. Build a LASSO model using the Lasso function from the last homework. Make your response the margin1 variable and the rest of the variables your predictors. Set the parameter fix.lambda to FALSE.

library(MASS);library(HDCI);

## Warning: package 'HDCI' was built under R version 3.6.3

Y = leaf[,1];X = leaf[,-1]  
leaf.lasso = Lasso(X,Y,fix.lambda=F)

1. When fix.lambda is set to FALSE, the Lasso function tunes a using cross-validation. According to the manual page, what is the default number of folds the Lasso function uses?

The default number of folds is 10.

1. Print out the value that your LASSO model selects. Report how many non-zero parameter values there are in your LASSO model.

print(leaf.lasso$lambda)

## [1] 2.533211e-06

sum(leaf.lasso$beta!=0)

## [1] 127

There are 127 non-zero parameter values.

1. With the same predictors and response, let us do the same thing with a Ridge Regression model. Cross validation with Ridge Regression in R is done with the ridgereg.cv function in the MXM package. ridgereg.cv cross validates on every value of you provide and plots the Mean Square Prediction Error (MSPE) for each . Use ridgereg.cv for .

library(MXM)

## Warning: package 'MXM' was built under R version 3.6.3

## Registered S3 method overwritten by 'sets':  
## method from   
## print.element ggplot2

ridge.reg = ridgereg.cv(Y,data = X, lambda = seq(0.5,4, by=0.5))
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1. According to the output for ridgereg.cv, which value of should we choose?

From the plot above, we should choose lambda=0.5, which has the lowest `Mean Square Prediction Error`.

1. Build a Ridge Regression model using this . Print a histogram of the estimated coefficients for the fitted model

leaf.ridge=ridge.reg(Y, X, lambda = 0.5)  
hist(leaf.ridge$beta, main = "Histogram of the Estimated Coefficients")
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# B. SVM

For this section we will use the svm function in package e1071. Let us walk through a simple example (originally found [here](https://rstudio-pubs-static.s3.amazonaws.com/271792_96b51b7fa2af4b3f808d04f3f3051516.html)) to see how the svm function works:

set.seed(13)  
x=matrix(rnorm(200\*2) , ncol =2)  
x[1:100 ,] = x[1:100 ,] + 2  
x[101:150 ,]= x[101:150,] - 2  
y=c(rep(1 ,150) ,rep(2 ,50) )  
dat=data.frame(x=x,y=as.factor(y))

plot(x, col =y)

![](data:image/png;base64,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)

Note here that our data are NOT linearly seperable! In fact, it does not appear that a linear seperation rule will work here. Let us verify this using a linear kernel with our SVM:

library(e1071)

## Warning: package 'e1071' was built under R version 3.6.3

train=sample(200 ,100)  
svmfit = svm(y~., data=dat[train ,], kernel ="linear", gamma = 1, cost = 1)  
plot(svmfit , dat)
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It would appear that all observations are classified as 1s, confirming our suspicions. Luckily, SVMs are not limited to linear kernels:

library(e1071)  
train=sample(200 ,100)  
svmfit = svm(y~., data=dat[train ,], kernel ="radial", gamma = 1, cost = 1)  
plot(svmfit , dat)
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The above is a special form of SVM where we used a radial kernel. While the use of non-linear kernels is an interesting topic to explore, we merely introduce it here. For the following example and exercise, we will use a linear kernel.

Recall from class that SVM requires a tuning parameter (which, if you check the manual page, the svm function calls cost). Like the ridgereg.cv function, the e1071 library has a built-in cross-validation function for choosing a good value of . Observe the following:

set.seed(13)  
tune.out=tune(svm ,y~.,data=dat ,kernel ="linear",   
 ranges =list(cost=c(0.001,0.01,0.1, 1,5,10,100)))  
summary(tune.out)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost  
## 0.001  
##   
## - best performance: 0.25   
##   
## - Detailed performance results:  
## cost error dispersion  
## 1 1e-03 0.25 0.0745356  
## 2 1e-02 0.25 0.0745356  
## 3 1e-01 0.25 0.0745356  
## 4 1e+00 0.25 0.0745356  
## 5 5e+00 0.25 0.0745356  
## 6 1e+01 0.25 0.0745356  
## 7 1e+02 0.25 0.0745356

According to the output, our best choice of the cost parameter would be 0.001. The tune() function stores the best model obtained, which can be accessed as follows:

bestmod =tune.out$best.model

# C. Applying SVM to Tree Leaf Images

We begin by loading the leaves dataset again and this time only dropping the id variable. We will further extract the genus of each observation using the stringr package in R.

library(stringr)

## Warning: package 'stringr' was built under R version 3.6.3

leaf = read.csv("leaves.csv", stringsAsFactors = FALSE)  
leaf$id = NULL  
leaf$genus <- str\_split(leaf$species, "\_", simplify = TRUE)[, 1]  
leaf$genus = as.factor(leaf$genus)  
leaf$species = NULL

1. Make a scatter plot of shape1 by shape50, coloring by genus label. Does this data look linearly seperable?

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.6.3

ggplot(leaf, aes(x = shape50, y = shape1, color = genus)) + geom\_point()
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This data does not look linearly seperable.

1. Randomly split your data into test and training sets. About 35 percent of the data should be in the test set. Display a summary of genus labels in the training set. **Note: In the rare event that one class in the training data is not represented, you may reduce the test set percentage to 30 percent and resample.**

training\_size <- round(.65 \* nrow(leaf))   
indices = sample(1:nrow(leaf), training\_size)   
training\_set <- leaf[indices,]   
testing\_set <- leaf[-(indices),]  
summary(training\_set$genus)

## Acer Alnus Arundinaria Betula Callicarpa Castanea   
## 58 26 7 14 8 6   
## Celtis Cercis Cornus Cotinus Crataegus Cytisus   
## 7 7 20 5 7 6   
## Eucalyptus Fagus Ginkgo Ilex Liquidambar Liriodendron   
## 20 6 7 13 7 7   
## Lithocarpus Magnolia Morus Olea Phildelphus Populus   
## 12 13 8 7 3 24   
## Prunus Pterocarya Quercus Rhododendron Salix Sorbus   
## 8 8 249 6 16 6   
## Tilia Ulmus Viburnum Zelkova   
## 22 9 14 8

1. Tune a SVM model with a linear kernel on the training set. Use (this may take a while for your computer to run). Report the cost value of the best model. Use the predict function to classify the data from the test set and the training set. Report both the testing and training errors

tune.out=tune(svm ,genus~.,data=training\_set ,kernel ="linear", ranges =list(cost=c(0.001,0.01,0.1,1,5,10,100)))  
summary(tune.out)

##   
## Parameter tuning of 'svm':  
##   
## - sampling method: 10-fold cross validation   
##   
## - best parameters:  
## cost  
## 0.1  
##   
## - best performance: 0.02175481   
##   
## - Detailed performance results:  
## cost error dispersion  
## 1 1e-03 0.54653846 0.04186424  
## 2 1e-02 0.06980769 0.02935388  
## 3 1e-01 0.02175481 0.01498601  
## 4 1e+00 0.02175481 0.01498601  
## 5 5e+00 0.02175481 0.01498601  
## 6 1e+01 0.02175481 0.01498601  
## 7 1e+02 0.02175481 0.01498601

bestmod =tune.out$best.model  
best\_cost = bestmod$cost  
print(paste0("The cost of the best model is ",best\_cost,"."))

## [1] "The cost of the best model is 0.1."

train\_pre = predict(bestmod, training\_set[,1:192])  
test\_pre = predict(bestmod, testing\_set[,1:192])

train\_error = sum(train\_pre!=training\_set$genus)/length(training\_set$genus)  
test\_error = sum(test\_pre!=testing\_set$genus)/length(testing\_set$genus)  
  
print(paste0("The training error is ",train\_error,"."))

## [1] "The training error is 0."

print(paste0("The testing error is ",test\_error,"."))

## [1] "The testing error is 0.0260115606936416."